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**Введение**

**Объе́ктно-ориенти́рованное программи́рование (ООП)** — методология программирования, основанная на представлении программы в виде совокупности объектов, каждый из которых является экземпляром определённого класса, а классы образуют иерархию наследования.

Идеологически ООП — подход к программированию как к моделированию информационных объектов, решающий на новом уровне основную задачу структурного программирования: структурирование информации с точки зрения управляемости, что существенно улучшает управляемость самим процессом моделирования, что в свою очередь особенно важно при реализации крупных проектов.

**Лабораторная работа номер 1**

**“Рациональная дробь”**

**Постановка задачи**

1. Разработать класс **Рациональная дробь**.
2. Класс должен хранить корректные дроби (знаменатель не равен 0) и выполнять с ними 4 стандартные арифметические операции. Дробь должна храниться в несократимом виде.
3. Класс должен содержать все необходимые конструкторы, оператор присваивания, а также «уметь» выводить себя на консоль.

**Руководство пользователя**

1. При запуске программа продемонстрирует возможности разработанного класса TRational. Если вы хотите сделать какие либо операции с дробями, то прочитайте пункт 2.

**![](data:image/png;base64,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)**

1. Нужно написать TRational a(число, число не ноль);

TRational b( число, число не ноль);

c = a + b;

c.print();

после этих операций в вашем инт мейне, программа выведем сумму двух дробей, аналогично с делением, умноженим и разностью.

1. Нажать на кнопку локальный отладчик Windows и он выведет сумму, разность, умножение и деление.

**Руководство программиста**

Программа написана при помощи одного класса (class), который назван TRational.

В модификаторе доступа private находятся следующие вспомогательные поля: bool exist; // Существует ли дробь

int p; //Числитель

int q; //Знаменатель

int NOD(int a, int b);

А также методы: MakeFinal(проверка), Add(сумма), Subtract(разность), Multiply(умножение), Devide(деление), IsExist(существование).

**Лабораторная работа номер 2**

**“Полином”**

**Постановка задачи**

* Разработать класс **Полином**.
* Класс должен хранить полином (многочлен) от одной переменной (х). Степень полинома n находится в диапазоне от 0 до 12.
* Класс должен предоставлять следующие операции: 1) задать степень полинома, 2) задать коэффициенты мономов полинома, 3) узнать степень полинома, 4) узнать значение коэффициента по его номеру, 5) вычислить значение полинома в заданной точке х, 6) найти производную полинома.
* Класс должен содержать все необходимые конструкторы, деструктор, оператор присваивания, а также «уметь» выводить себя на консоль.

**Руководство пользователя**

При запуске программы в консоли выводится

![](data:image/png;base64,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)

Для того, чтобы у пользователя вывелись результаты, нужно ввести массив в инт мейне с коэффициентами уравнения, задать степень многочлена, посчитать значение уравнения в какой то точке, и вывести его в консоль.

**Руководство программиста**

**Программа написана при помощи** class Polynom.

В модификаторе доступа private находятся следующие вспомогательные поля: double\* koef; //коэффицент

int deg; //степень

А также множество методов: GetDegree() (получение степени)

double Calculate(double x) (подсчет)

Derivative() (производная) ToConsole() (в консоль)

**Лабораторная работа номер 3**

**“Расчет интегралов”**

**Постановка задачи**

* Разработать класс **Расчет интегралов**.
* Класс должен позволять вычислять приближенное значение интеграла от произвольной функции одной переменной, заданной в виде функции языка C++. Интеграл необходимо вычислять в заданных пределах интегрирования, используя методы левых, правых и средних прямоугольников.
* Класс должен содержать необходимые служебные методы (конструкторы, деструктор и пр.).
* Класс должен предоставлять следующие операции: 1) задать текущую функцию, 2) задать пределы интегрирования, 3) узнать пределы интегрирования, 4) задать число отрезков метода прямоугольников, 5) выбрать метод вычисления, 6) вычислить значение интеграла выбранным методом, 7) вывести результат вычисления на экран.

**Руководство пользователя**

При запуске программы в консоли выводится результат вычисления интеграла в определенных пределах интегрирования, с заданным числом отрезков в методе прямоугольника.

![](data:image/png;base64,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)

В i.SetBounds( , ); мы должны задать пределы интегрирования.

В i.SetParams( , , ); идут 3 переменные, первая число, второй параметр, на выбор из: SIN, COS, EXP, LOG, третий параметр идет на выбор из методов прямоугольников, а именно LEFT, MID, RIGHT.

Дальше мы должны подсчитать это все, i.Calculate(true);

**Руководство программиста**

**Программа написана при помощи** class Integral.

В модификаторе доступа private находятся следующие вспомогательные поля: double leftBound;(левая граница)

double rightBound; (права граница)

functions func; (переменная из enum functions { SIN, COS, EXP, LOG };)

method meth; (переменная из enum method { LEFT, MID, RIGHT };)

int N; (Переменная используемая для подсчета интеграла)

А также различные методы: double inFunc(double x) (для использования SIN,COS…) , double calcIntegralL() (вычисление с помощью левых прямоугольников) , double calcIntegralM() (вычисление с помощью средних прямоугольников) , double calcIntegralR() вычисление с помощью правых прямоугольников) , void setBounds(double a, double b) (устанавливаем границы) , void getBounds(double \*a, double \*b) (получаем границы) , void setParams(int \_N, functions f = SIN, method m = LEFT) ( устанавливаем параметры) , double calculate(bool toConsole=false) (проверка, при которой если правда, тогда выводим значение в консоль)

**Лабораторная работа номер 4**

**“Шагомер”**

**Постановка задачи**

* Разработать класс Шагомер.
* Класс должен хранить историю подсчета шагов владельца. Каждый подсчет описывается датой (день, месяц, год) и интервалом времени (час, минута начала движения, час, минута окончания движения). Подсчет ведется в шагах с точностью до единицы.
* Класс должен содержать необходимые служебные методы.
* Класс должен предоставлять следующие операции: 1) установить дату начала подсчетов, 2) узнать дату начала подсчетов, 3) задать подсчет, 4) получить информацию о выбранном подсчете, 5) найти среднее число шагов в выбранном месяце или за всю историю наблюдений, 6) найти среднее число шагов в выбранный день недели за всю историю наблюдений, 7) найти максимальное число шагов в день в выбранном месяце или за всю историю наблюдений и дату, когда оно было достигнуто, 8) сохранить историю подсчетов в файл, 9) считать историю подсчетов из файла.

**Руководство пользователя**

Для начала нужно ввести 2 переменные из классов Pedometr, Date. Обозначить день, месяц и год с переменной обозначенный выше в классе Date, далее надо подсчитать количество шагов с переменной обозначенный выше в классе Date, сохранить все это в файл и потом при необходимо открыть его.

**Руководство программиста**

Программа написана при помощи двух классов class SingleCount (с ним мы работаем изначально, в нем мы используем

int steps;(шаги)

int startHour;(старт по часу)

int startMinute;(старт по минуте)

int endHour;(граница по часу)

int endMinute;(граница по минуте)

Date date(дата из структуры), а так же различные методы: getSteps(), getStartHour(), getStartMinute(), getEndHour(), getEndMinute(), getDate() все они просто возращают установленные в private поля) и class Pedometr( поля: SingleCount startCount, vector<SingleCount> Counts (Вектор), методы: void setStartDate(Date d)(устанавливаем дату), Date getStartDate() (узнаем старт даты), void AddCount(Date d, int sm, int sh, int em, int eh, int c) (добавляем счетчик) , int GetAvierageCounts(int month)(узнаем среднее кол-во за месяц), int GetAvierageCounts(), int GetDayAvierageCounts(int DayOfWeek) (узнаем среднее в день) , int GetMaxStepsForDay(Date& d, int mount = -1)( максимальное кол-во шагов в день) , void saveFile() ( сохраняем файл), void openFile() (открываем файл) ), а так же с использованием структуры struct Date в которой int day, int month, int year.

**Лабораторная работа номер 5**

**“Банкомат”**

**Постановка задачи**

* Разработать классы **Банкомат** и **Процессинговый центр**.
* Класс **Банкомат** должен имитировать работу банкомата по приему и выдаче наличных денежных средств (в рублях). Класс должен поддерживать работу с купюрами в 100, 200, 500, 1000, 2000, 5000 рублей. Выдаваемая или принимаемая за одну операцию сумма ограничена 40 купюрами (независимо от их достоинства). Купюры каждого достоинства хранятся в отдельной кассете. Емкость каждой кассеты – 2000 тысяч купюр. Считать, что начальная загрузка банкомата составляет 80% для каждой кассеты. Считать, что клиент банка идентифицируется по номеру пластиковой карты (для упрощения – номер карты от «0001» до «9999»).
* База клиентов хранится в классе **Процессинговый центр**. Номера выданных клиентам карт могут идти не подряд. Считать, что информация о клиенте состоит из номера карты, ФИО владельца, суммы на счету, (для упрощения – без копеек), PIN-кода (последовательность из 4-х цифр, каждая от 0 до 9).
* Класс **Банкомат** должен предоставлять следующие операции: 1) принять карту клиента, 2) найти клиента по номеру карты, 3) проверить PIN-код, 4) распечатать состояние счета клиента, 5) выдать клиенту наличные (списав выданную сумму со счета), 6) принять от клиента наличные (зачислив полученную сумму на счет), 7) заблокировать карту клиента, если до ее возврата клиенту три раза подряд набран неверный PIN-код, 8) вернуть карту клиенту.
* Все операции должны сопровождаться необходимыми проверками на указанные выше ограничения.
* Класс **Процессинговый центр** должен использоваться для поддержки работы класса **Банкомат** и может быть разработан в минимально-необходимом варианте.

**Руководство пользователя**

При запуске программы вы должны ввести пинкод, если правильно, то в консоли выводится номер карты клиента, показывается состояние счета клиента. Так же вы можете ввести или снять деньги со своего счета. Потом банкомат отдает вам карту. Если пинкод 3 раза введен неправильно, то карточка блокируется.

**Руководство программиста**

Данная программа написана с использованием 3 классов, первый класс User, там есть пинкод, карднамбер, имя, деньги и состояние счета. Потом идет процессинговый центр ProcessingCenter, где хранится вся информация и мы используем класс User. Мы регистрируем пользователя в процессинговом центре, проверяем его счет и многое другое. Самый последний класс ATM банкомат, там мы используем класс ProcessingCenter, в нем мы загражаем карточку, ищем пользователя по карднамберу, запрашиваем пинкод и дальше вы можете узнать состояние счета, снять, вывести деньги и в конце возвращаем карточку.

**Лабораторная работа номер 6**

**“Змейка”**

**Постановка задачи**

* Играет один игрок (человек), управляющий «змейкой».
* Игра идет на прямоугольном поле N x M клеток. Поле ограничено «стенами» так что вместе со стенами размер поля – (N + 2) x (M + 2) клеток.
* При старте игры змейка имеет длину 5 клеток, форму в виде горизонтального отрезка и располагается в произвольном месте поля, не пересекая и не касаясь стен.
* При старте игры «голова» змейки располагается слева, «хвост» справа. Голова змейки окрашена в цвет, отличный от цвета остальных клеток ее тела.
* При старте игры в произвольной клетке поля (не совпадающей с клетками, занятыми змейкой) возникает «пища».
* При запуске игрового процесса (по специальной команде или автоматически при старте игры) змейка начинает автоматическое движение влево с некоторой заданной скоростью.
* Движение заключается в том, что за каждый такт голова змейки перемещается на одну клетку в текущем направлении движения, а клетка, в которой располагался хвост, становится пустой.
* Игрок может сменить направление движения змейки с помощью клавиш-«стрелок» (вверх, вниз, влево, вправо).
* Если на текущем такте движения голова змейки должна будет занять клетку стены или клетку, которая уже занята любой из клеток ее тела, игра прекращается и считается проигранной.
* Задача игрока вырастить змейку до заданного при старте игрового процесса размера. Змейка вырастает в длину на одну клетку (с хвоста) при каждом поглощении пищи, т.е. в тот момент, когда ее голова на очередном такте движения занимает клетку, в которой расположена пища. На этом же такте в произвольном месте игрового поля (не совпадающей с клетками, занятыми змейкой) снова появляется пища.
* Если змейка выросла до заданной при старте игрового процесса длины, игра считается выигранной.

**Руководство пользователя**
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**Руководство программиста**

Данная программа использует структуру Point для координат, еще мы выписали enum Course {LEFT,RIGHT,UP,DOWN} для направлений, дальше у нас идет класс Zmeyka, для начала я написал куда изначально идет змейка(влево), ввел поле жук с использованием структуры, ввел вектор змей и размеры карты. Из методов сначала мы делаем инициализацию, делаем жука, потом мы делаем апдейт нашей змейки, фактически то, как двигается наша змейка, окрашиваем ее, дальше мы осуществляем проверку, чтобы не было никаких ошибок, дальше мы осуществляем первоначальное движение змейки влево, рисуем жука и змейку, очищаем мусор в консоли, еще для того, что запомнить цвета вводим enum где каждому цвету соответствует какое-то число.

**Заключение**

В ходе проектирования и реализации данных программ я приобрел важных навык в области объектно-ориентированного программирования и стал лучше ориентироваться в С++ и Visual Studio в целом.
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**Приложение**

Код Змейки:

#include <iostream>

#include <time.h>

#include <vector>

#include <Windows.h>

#include <conio.h>

using namespace std;

struct Point

{

int x;

int y;

Point() {};

Point(int \_x, int \_y)

{

x = \_x;

y = \_y;

}

};

enum Course {LEFT,RIGHT,UP,DOWN};

/\*void SetColor(int text, int background)

{

HANDLE hStdOut = GetStdHandle(STD\_OUTPUT\_HANDLE);

SetConsoleTextAttribute(hStdOut, (WORD)((background << 4) | text));

}

\*/

class Zmeyka

{

private:

Course dir = LEFT;

vector<Point> zmey;

Point Beetle;

char map[21][21];

public:

Zmeyka()

{

srand(time(NULL));

Initialzation();

GenerateBeetle();

Update();

}

void Initialzation()

{

for (int i = 0; i < 5; i++)

{

Point a(15 + i, 5);

zmey.push\_back(a);

}

}

void Update()

{

while (zmey.size()<400 && Validation())

{

if (InsideZmey())

{

zmey.push\_back(zmey[zmey.size() - 1]);

GenerateBeetle();

}

Draw();

Move();

Point dif;

if (\_kbhit())

{

switch (\_getch())

{

case 'a':

dir = LEFT;

break;

case 'd':

dir = RIGHT;

break;

case 'w':

dir = UP;

break;

case 's':

dir = DOWN;

break;

}

}

switch (dir)

{

case LEFT: {dif.x = -1; dif.y = 0; break; }

case RIGHT: {dif.x = 1; dif.y = 0; break; }

case UP: {dif.x = 0; dif.y = -1; break; }

case DOWN: {dif.x = 0; dif.y = 1; break; }

}

zmey[0].x += dif.x;

zmey[0].y += dif.y;

Sleep(350);

}

//Clear();

cout << "\n\tGAME OVER";

}

bool Validation()

{

if (zmey[0].x == -1 || zmey[0].y == -1 || zmey[0].x == 21 || zmey[0].y == 21)

return false;

for (int i = 1; i < zmey.size(); i++)

if (zmey[0].x == zmey[i].x && zmey[0].y == zmey[i].y)

return false;

return true;

}

void Move()

{

for (int i = zmey.size()-1; i > 0; i--)

zmey[i] = zmey[i-1];

}

void Draw()

{

Clear();

map[Beetle.x][Beetle.y] = 'Ж';

for each (auto a in zmey)

{

map[a.x][a.y] = 'O';

}

for (int i = 0; i < 21; i++)

{

for (int j = 0; j < 21; j++)

cout << map[j][i];

cout << "|\n";

}

for (int i = 0; i < 21; i++)

cout << "-";

}

void Clear()

{

system("cls");

for (int i = 0; i < 21; i++)

for (int j = 0; j < 21; j++)

map[i][j] = ' ';

}

void GenerateBeetle()

{

Beetle.x = rand() % 20;

Beetle.y = rand() % 20;

if (InsideZmey())

GenerateBeetle();

}

bool InsideZmey()

{

for each (Point a in zmey)

{

if (a.x == Beetle.x && a.y == Beetle.y)

return true;

}

return false;

}

HANDLE hConsole;

HANDLE hStdOut = GetStdHandle(STD\_OUTPUT\_HANDLE);

enum ConsoleColor

{

Black = 0,

Blue = 1,

Green = 2,

Cyan = 3,

Red = 4,

Magenta = 5,

Brown = 6,

LightGray = 7,

DarkGray = 8,

LightBlue = 9,

LightGreen = 10,

LightCyan = 11,

LightRed = 12,

LightMagenta = 13,

Yellow = 14,

White = 15

};

void SetColor(ConsoleColor head, ConsoleColor background)

{

SetConsoleTextAttribute(hStdOut, (WORD)((0 << 4) | 2));

}

};

int main()

{

setlocale(LC\_ALL, "");

Zmeyka z;

cout << "\n";

system("pause");

return 0;

}